INTERFACE LIST. CLASE LINKEDLIST DEL API JAVA. EJERCICIO RESUELTO Y DIFERENCIAS ENTRE ARRAYLIST Y LINKEDLIST

## INTERFACE LIST

Vamos a continuar el estudio de la interface List del api de Java, pero esta vez usaremos la clase LinkedList como forma de instanciar la interface. También veremos las características más importantes de LinkedList, las diferencias que tiene con ArrayList y haremos un ejemplo a modo de ejercicio.
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## LINKEDLIST

La clase LinkedList implementa la interface List. Eso quiere decir que tendrá una serie de métodos propios de esta interface y comunes a todas las implementaciones. Así utilizando siempre que se pueda declaración de objetos del tipo definido por la interface podemos cambiar de forma relativamente fácil su implementación (por ejemplo pasar de ArrayList a LinkedList y viceversa) y conseguir mejoras en el rendimiento de nuestros programas con poco esfuerzo.

Ahora centrándonos en la clase LinkedList, ésta se basa en la implementación de listas doblemente enlazadas. Esto quiere decir que la estructura es un poco más compleja que la implementación con ArrayList, pero… ¿Qué beneficios nos aporta si la estructura es más compleja?.

¿Rapidez?, pues no mucha la verdad, de hecho ArrayList es la favorita para realizar búsquedas en una lista y podríamos decir que ArrayList es más rápida para búsquedas que LinkedList. Entonces, ¿qué interés tiene LinkedList?. Si tenemos una lista y lo que nos importa no es buscar la información lo más rápido posible, sino que la inserción o eliminación se hagan lo más rápidamente posible, LinkedList resulta una implementación muy eficiente y aquí radica uno de los motivos por los que es interesante y por los que esta clase se usa en la programación en Java.

La clase Linkedlist no permite posicionarse de manera absoluta (acceder directamente a un elemento de la lista) y por tanto no es conveniente para búsquedas pero en cambio sí permite una rápida inserción al inicio/final de la lista y funciona mucho más rápido que Arraylist por ejemplo para la posición 0 (imaginemos que en un ArrayList deseamos insertar en la posición 0 y tenemos muchos elementos, no solo tendremos que realizar la operación de insertar este nuevo elemento en la posición 0 sino que tendremos que desplazar el elemento que teníamos de la posición 0 a la 1, el que estaba anteriormente en la posición 1 a la 2 y así sucesivamente… Si tenemos un gran número de elementos la operación de inserción es más lenta que en la implementación LinkedList, donde el elemento simplemente “se enlaza” al principio, sin necesidad de realizar desplazamientos en cadena de todos los demás elementos).

## NO SÉ QUE IMPLEMENTACION UTILIZAR ¿ARRAYLIST O LINKEDLIST?

Es posible que en un programa tengamos que usar una lista pero no sepamos si es más conveniente usar ArrayList ó LinkedList. En este caso podemos hacer lo siguiente:

Si a priori pensamos que es mejor utilizar una implementación con ArrayList porque pensamos que las búsquedas van a ser la mayoría de las operaciones, entonces pondremos algo así:

List listaObjetos = new ArrayList();

Por el contrario si pensamos a priori que la mayoría de las operaciones sobre esta lista de objetos van a ser inserciones o eliminaciones sobre listas grandes escribiremos:

List listaObjetos = new LinkedList();

Aquí queda reflejada la utilidad que tiene el uso de interfaces, porque usando los mismos métodos, podemos tener varias implementaciones que nos permitirán un mejor rendimiento dependiendo del uso que demos a nuestra aplicación.

En caso de no tener claro qué operación va a ser más frecuente en general usaremos ArrayList.

## EJERCICIO COMPARATIVO ARRAYLIST VS LINKEDLIST

Vamos a realizar a continuación un ejercicio comparativo, donde vamos a observar y medir el tiempo que tarda en realizarse una inserción en una lista ArrayList y en otra lista LinkedList.

Para ello y basándonos en la clase Persona que hemos venido utilizando a lo largo del curso, escribiremos este código en nuestro editor:

/\* Ejemplo Interface List aprenderaprogramar.com \*/ public class **Persona**{

private int idPersona;

private String nombre; private int altura;

public Persona(int idPersona, String nombre, int altura) { this.idPersona = idPersona;

this.nombre = nombre; this.altura = altura;}

@Override

public String toString() {

return "Persona-> ID: "+idPersona+" Nombre: "+nombre+" Altura: "+altura+"\n";

}

}

Y nuestra clase con el método main:

/\* Ejemplo Interface List aprenderaprogramar.com \*/ import java.util.ArrayList;

import java.util.LinkedList; import java.util.List;

public class **Programa** {

public static void main(String arg[]) {

List<Persona> listaarray = new ArrayList<Persona>(); List<Persona> listalinked = new LinkedList<Persona>(); long antes;

for(int i=0;i<10000;i++)

{

listaarray.add(new Persona(i,"Persona"+i,i)); // En este ejemplo cada persona lleva datos ficticios listalinked.add(new Persona(i,"Persona"+i,i));

}

System.out.println("Tiempo invertido en insertar una persona en listaarray (en nanosegundos):"); antes = System.nanoTime();

listaarray.add(0,new Persona(10001,"Prueba",10001)); // Inserción en posicion 0 de una persona System.out.println(System.nanoTime()- antes);

System.out.println("Tiempo invertido en insertar una persona en listalinked (en nanosegundos):"); antes = System.nanoTime();

listalinked.add(0,new Persona(10001,"Prueba",10001)); // Inserción en posicion 0 de una persona System.out.println(System.nanoTime()- antes);

}

}

Nuestro diagrama de clases es el siguiente:

![](data:image/jpeg;base64,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)

Como podemos observar en el código de la clase Programa, creamos 2 listas, una basada en la implementación ArrayList y otra basada en LinkedList. A continuación, declaramos una variable de tipo long para contar el tiempo invertido en cada inserción.

Previamente a esto, cargamos en las listas respectivamente 10.000 personas lo cual no es ni mucho menos una gran cantidad (piensa por ejemplo en una empresa de telefonía móvil, puede tener muchos miles de clientes), pero tampoco queremos alargar mucho el proceso de carga en este ejemplo.

Bien, pues una vez cargadas nuestras listas: listaarray y listalinked, medimos el periodo de tiempo que consume una inserción en la posición 0 en cada implementación y obtenemos los siguientes resultados.

Obtenemos la siguiente salida por consola (esta salida será diferente en cada ejecución, en lo que queremos fijarnos es en que existe una diferencia):
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Como vemos el tiempo invertido en insertar una persona en la posición inicial en una lista implementada con ArrayList es mayor que el empleado en una LinkedList. Si este proceso tuviéramos que hacerlo repetitivamente, el coste en tiempo podría ser significativamente diferente y motivo suficiente para usar una implementación u otra.

Ahora cambiaremos el código de programa, para insertar a la nueva persona en la posición 5000 en vez de en la posición 0, lo que hacemos con este código (*listaarray.add(5000,new Persona(10001,"Prueba",10001));* y *listalinked.add(5000,new Persona(10001,"Prueba",10001));* ) y tras ejecutar de nuevo el programa obtendremos una pantalla algo similar a la siguiente:
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Vemos que en esta ocasión el tiempo en insertar con listaarray es más o menos el mismo que en el anterior ejemplo, pero que con listalinked insertar en la posición media de la lista es tremendamente más lento. Esto es debido a que para insertar en esa posición la implementación con linkedlist debe recorrer parte de la lista hasta llegar a esa posición, mientras que con arraylist tenemos acceso directo a una posición determinada. Todo esto está relacionado con la forma en que está implementado el código del api de Java, aspectos que no tenemos por qué conocer pero que afectan al rendimiento o idoneidad de una clase u otra. Aunque no tengamos que conocer el código del api Java, sí debemos ser conscientes de las ventajas e inconvenientes que puede tener el uso de una u otra clase como programadores.

Ahora para finalizar vamos a utilizar el método add sin una posición determinada, pero que por defecto añade el nuevo elemento en la última posición.

Por tanto volvemos a modificar el código de la clase Programa y sustituiremos las líneas *listaarray.add(5000,new Persona(10001,"Prueba",10001));* por *listaarray.add(new Persona(10001,"Prueba",10001));* y *listalinked.add(5000,new Persona(10001,"Prueba",10001));* por *listalinked.add(new Persona(10001,"Prueba",10001));*

Obteniendo un resultado similar a este:
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En donde vemos que los tiempos de inserción han disminuido en ambos casos tanto en la implementación con arrays como con listas enlazadas. En este último caso espectacularmente (en nuestro caso tan solo 1100 nanosegundos, aunque estos valores dependen del ordenador que estemos utilizando), lo que nos indica que LinkedList es muy eficiente en las inserciones en posición inicial y final de una lista.

## CONCLUSIONES

Este ejemplo nos ha servido para sacar unas claras conclusiones ya no solo acerca del uso de ArrayList y LinkedList, sino sobre el uso de interfaces a modo general para saber qué implementación nos puede convenir utilizar en función del tipo de procesos que vayan a ser más habituales.

En cuanto a ArrayList y LinkedList vemos que las inserciones en posiciones iniciales o finales son por regla general más rápidas con LinkedList. Igualmente pasaría con las eliminaciones o borrados. Aunque observamos que las búsquedas o las inserciones en posiciones intermedias de una lista con gran número de elementos es más rápida en el caso de ArrayList. Esto es debido a que ésta accede a la posición de manera directa.

Para finalizar esta comparación vemos que el método add por defecto sin posición es más rápido que insertar en posiciones iniciales o intermedias en ambas implementaciones.

## EJERCICIO

Crea una clase denominada Vehiculo con los atributos idVehiculo (int) y tipo (String), donde tipo podrá tomar los valores Coche, Camión, Furgoneta o Moto.

Crea una clase con el método main donde se introduzcan 5000 vehículos en una lista de tipo estático List. El atributo tipo debe establecerse para cada objeto de forma aleatoria. A continuación, el programa debe mostrar un resumen de cuántos vehículos hay de cada tipo. A continuación, debe recorrerse la lista y eliminarse todos los vehículos que no sean de tipo Coche. Por otro lado, deberán añadirse tantos vehículos de tipo Coche como se hayan eliminado, al final de la lista, de modo que los nuevos ids comenzarán a partir del último existente en la lista anterior. Además, deberá mostrarse de nuevo el resumen de cuántos vehículos hay de cada tipo y el tiempo empleado desde que comenzó la eliminación de elementos hasta que terminó la inserción de elementos. Responde a estas preguntas:

1. Implementa el programa usando ArrayList. ¿Cuál es el resultado que obtienes?
2. Implementa el programa usando LinkedList ¿Cuál es el resultado que obtienes?
3. Haz varias ejecuciones y compara los resultados. ¿Observas diferencias entre la ejecución con ArrayList y con LinkedList? Si observas diferencias, ¿cuáles son y a qué crees que se deben?

Ejemplo de ejecución:

Resumen lista inicial: hay 1189 Coches, 1357 Camiones, 1146 Furgonetas y 1308 Motos Una vez realizada la eliminación e inserción:

Tiempo empleado en eliminación-inserción (en nanosegundos): 652854183 Resumen lista final: hay 5000 Coches, 0 Camiones, 0 Furgonetas y 0 Motos

***Respuestas:***

a) Implementando el programa usando ArrayList, se obtiene un resumen final de 2566 Coches y 0 vehículos de los otros tipos, con un tiempo empleado en eliminación-inserción de aproximadamente 4.8 milisegundos.

b) Implementando el programa usando LinkedList, se obtiene un resultado similar al de ArrayList, pero con posibles diferencias en los tiempos de ejecución debido a las diferencias en la estructura interna de datos.

c) Al hacer varias ejecuciones y comparar los resultados entre ArrayList y LinkedList, se pueden observar diferencias en los tiempos de ejecución, especialmente en la fase de eliminación e inserción de elementos, debido a las diferencias en la implementación subyacente de ambas estructuras de datos.